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Preface

The Workshop on CMMI based Process Improvement in Small and Medium Sized Enterprises aims at gathering together re-searchers and practitioners to discuss experiences in the application of CMMI in industrial software organizations. CMMI is one of the most accepted process improvement approaches. In software development CMMI-DEV is applied by many organizations. SEI reports that 60% of the appraised organizations are small and medium sized organizations. Another report shows that this number is increasing. Because a CMMI based process improvement program takes time and is expensive many small and medium size software development organizations are still facing problems in applying CMMI.

One goal of this workshop is to exchange experience on how to set up, apply and organize a CMMI based process improvement processes in small and medium size enterprises.

Horst Lichter and Toni Anwar
Aachen/Johor Bahru, December 2011
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Software Processes in an Agile World

Horst Lichter
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lichter@swc.rwth-aachen.de

Abstract. In this paper we relate classical software process models to new agile development processes and software process improvement. We argue that there is no single process model that always fits and that organizations have to re-use the best out of classical and agile processes. Furthermore we question “classical” software process improvement because it is often done isolated from people and technology issues. Finally, we present ten propositions about software process models and software process improvement.
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1 Introduction

Software development is a complex, challenging, and creative task. Although we have more than 50 years of software development experience and we are living in the world where software is playing an outstanding and important role, we do not have one single completely sound Software Engineering approach that always leads to high quality software. But there are plenty of methods, languages, and techniques that have proven to be successfully applicable in industrial software development (nevertheless, they are not applied always and everywhere). Software development processes play an important role in software development. The IEEE Software Engineering Glossary [3] defines this term as follows:

software development process — The process by which user needs are translated into a software product. The process involves translating user needs into software requirements, transforming the software requirements into design, implementing the design in code, testing the code, and sometimes, installing and checking out the software for operational use.

Note: These activities may overlap or be performed iteratively.

We always should clearly distinguish the concepts software process model and software process. A software process model generically describes tasks and artifacts of software development. It serves as a template that can be instantiated many times in different projects; we call a concretely instantiated software process model a software process [9].
There are two different kinds of software process models: abstract and concrete ones. Abstract software process models describe as a matter of principle how to organize software development (e.g., Software Life Cycle, Prototyping, and Spiral Model). Hence, abstract process models cannot be instantiated in a project off the shelf. In contrast, concrete software process models, e.g. the Unified Process [6], define all aspects that are needed to instantiate the process model in a project (usually after some tailoring). That means a concrete software process model defines all activities, all roles and all artifacts that have to be established in a project.

Software Process Improvement (SPI) has been introduced in 1990 by the Software Engineering Institute (SEI) as a systematical and continuous approach to improve the maturity of software process models based on the Capability Maturity Model (CMM). Since then, the CMM has evolved to the CMMI [4] and SPI has become very popular in the software industry.

In this paper we want to relate classical software process models to new agile process models and SPI. The paper is organized as follows: At first we present a brief historical overview and describe the commonalities of agile development approaches. Then we focus on how to get the right software process model and present our concerns regarding classical SPI. We conclude by formulating ten propositions about software process models and SPI.

2 Software Process Models – A Brief Historical Overview

Software process models have been introduced in Software Engineering in the 1970s when developers encountered that the problems that were solved by means of software had become so complex that software could no longer be developed by a single person in a single step (namely programming). The historical paper of Kron and DeRemer [2] who introduced the term Programming in the Large reflects this situation pretty well. Hence, new software development organization rules were needed. An important milestone in the development of process models is the so called Waterfall Model which was introduced by Walter Royce [1]. For the very first time, this model identifies all major software development activities or steps. Although there is lots of criticism of this model and today we know that it does not fit for innovative developments, it has influenced and impelled Software Engineering a lot. To overcome the drawbacks of the Waterfall Model, Berry Boehm introduced the so called Spiral Model [5]. It focuses on development risks and arranges the development process in a way that the top level risks are solved first and so forth. With this in mind, risk driven development as proposed by the Spiral Model is another important contribution of the early process models to Software Engineering.

In the 1990s it was encountered that a sequential process model does not appropriately reflect typical development scenarios where developers are not able to capture all requirements at the beginning and the operation of a software systems changes its own requirements. To cope with changing requirements iterative and incremental software process models have been introduced. The core idea of both iterative and incremental software development is (1) to create a solution quickly and
to revise it systematically based on user feedback until it fits to the user’s needs and
(2) not to develop the complete functionality in one big project but to evolve the
functionality step by step. Typically, iterative and incremental process models include
Prototyping as a means to cheaply build an early version of the system that can be
assessed by the users [10]. The Unified Process [6] and the V-Model XT [13] are well
known iterative, prototyping-based, and incremental process models. For instance, in
UP each increment development is divided into four development phases; inside each
phase the work is done iteratively based on prototypes.

3 Agile Software Development

In response to software process models aiming to organize software development
completely by defining lots of roles, activities and documents (e.g. UP) a group of
important software engineers have published the so called Agile Manifesto [8] in
2001. Agile approaches expect that during the implementation users discover the
possibilities of the system, adjust requirements, and want to profit immediately from
the system. The aim is to deliver operating functionality of the software as fast as
possible, starting with the components that are most important for the user.

Hence, the main idea of agile software development is to concentrate on the users’
needs and to develop solutions quickly without unnecessary overhead (i.e.
documents). Since then, a series of agile software process models has been proposed.
Some of them are more or less abstract frameworks for software development like
Crystal; others have been used intensively in industry like Extreme Programming or
Scrum. A detailed review can be found in [7]. Although these process models are very
diverse they share the following common characteristics [9]:

— Development is done iteratively; the development cycles are not longer than
three month (preferably much shorter).
— The size of the project team is small (typically six to ten people); the team
usually shares one or two offices (i.e., the development is not distributed).
— The client is integrated into the team and most of the time available.
— The work is organized and assigned by the team itself.
— Documentation is reduced to a minimum; the most important result is a running
system.

Agile process models are often called light-weight in order to clearly distance them
from documentation-centric or heavy-weight process models, e.g. UP.

All in all, nowadays software organizations have at command a tool-box filled with
a couple of very different process models. Therefore, software organizations have to
decide which process model or which portfolio of process models to apply. This
decision is not a simple one because the applied process model heavily influences the
organization, its projects, its culture and especially its developers.
The choice of the “right” software process model is crucial for each software development organization. Based on published and own experiences it can be stated, that there is no single software process model that fits for all organizations. But, what are the most important criteria that influence the choice of a software process model? Again, there is no single answer. The following aspects and questions should be taken into consideration when choosing a software process model:

- What kind of software do we develop (e.g., embedded software, information systems, safety critical software)?
- Do we always develop similar software of the same application domain?
- What is the size of our typical projects and project teams?
- Do we develop software at one site or is the development distributed over different sites?
- What are the skills of our developers (e.g. programming, quality assurance, etc.)?
- Do we have close relationships to the customer?
- Are we the principal contractor or are we a sub-contractor?
- Are we free to choose a software process model or do we have to apply the one that the customer requires?

This list of aspects is far from being complete. But, it demonstrates that there are lots of impact factors regarding the choice of a software process model. These factors might be conflicting and might not be assessed in isolation. Thus, an organization has to make compromises. A large organization that runs many different projects in different domains in parallel cannot expect that one single process model is sufficient. It needs a portfolio of process models with defined tailoring options in order to cover its project variety. One the other hand, a small software organization that is specialized in one specific domain may be able to manage its projects based on one or two very similar process models. Sometimes the discussion whether to apply classical or agile software processes is a “religious” one. But, there is no single truth. Obviously, organizations have to combine the best of classical process models and agile ones. It would be careless not to re-use everything that has been proven to effectively support software development. Fortunately, we do have choices and we should base our decisions on explicit impact factors and on all available software process models.

To sum up, each organization is responsible for selecting and applying those process models that support their business goals and that fit best to their specific project constraints. A selected software process model has to support the project team; it should define all those aspects that are really needed to successfully complete projects. Everything else is “dead freight” that costs resources and does not contribute to project success. Organizations should never apply process models for their own sake!
As the world is changing and software development is changing as well, each organization has to monitor its software processes continuously in order to know whether they still fit or whether they have to be revised or exchanged by new ones.

5 Process Improvement – Valuable Investment or Waste

Software process improvement (SPI) has been promoted by SEI and some other protagonists for many years. Based on reference models like CMMI, SPICE or ITIL, process assessment and improvement has become a big business. Besides this economical perspective, each organization has to answer the following questions: (1) How much SPI is needed? (2) What SPI measures have to be performed? (3) How to organize and manage SPI in the organization? As there are many publications addressing these issues (e.g. [11], [12]) we want to focus on other important aspects that are related to SPI. We see the following three close connections:

— First, the applied software process has to support the project and has to be flexibly customizable to the project’s needs. A process model is only beneficially if all involved persons (i.e. developers and managers) accept it; i.e., they have to be convinced that the process model supports their work and contributes to the project’s success.

— Second, all technologies (i.e. languages, methods and tools) applied in a project have to be selected in a way, that they enable the team to develop the software efficiently and effectively.

— Third, all team members have to have all skills needed to apply the software process model as well as the technologies.

Hence, a software process model should not be considered and improved in isolation; it is always embedded in an organization and linked to people and technologies. This implies that each SPI measure should always take into consideration both the people and the technology dimension. Therefore, each SPI measure should not only define how to improve a special process (e.g. test process) but also include a training and technology component (e.g. training on test methods, selection of appropriate test tools). If an organization does not improve process, people and technology in sync, SPI is waste, otherwise it might be a valuable investment. A last remark: Very often organizations decide to go the CMMI way. And sometimes this leads – besides high costs – to frustrated developers with decreased motivation. If SPI is implemented wrongly it is counterproductive and finally produces “scorched earth”.

6 Conclusion

Instead of a traditional conclusion and outlook paragraph we want to conclude this paper with ten propositions:

1. Organizations have to apply process models in order to successfully run development projects!
2. There are many process models that have proven to support software development!
3. There is and there will be no process model that fits to all project conditions!
4. Organizations have to choose actively and explicitly process models that best fit to their specific environment and conditions!
5. A process model has to support and not to burden the project team!
6. A process model is beneficial if and only if it is accepted by the developers!
7. Applied process models have to be evolved or exchanged by new ones, because the world is changing!
8. Organizations have to combine the best out of classical and agile models!
9. SPI has to consider the people and technology dimensions as well!
10. SPI has to be implemented in a way that all involved persons are convinced of the benefits. It should not been done for its own sake!
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Abstract. Currently each organization has developed separately. Some Units which has budget can procure high technologies or tools for improving their operation. An important issue which has been mentioned from failure in worldwide competition is work quality. This article proposes a strategy to improve Thai industry's product by NECTEC. It focuses on developing standard processes which affect directly to solve above issues. However NECTEC needs to have experience for consulting them and NECTEC’s executives request to improve the processes especially in R&D laboratories. Thus NECTEC-CMMI project has been established to fulfill this goal. CMMI for development is a popular framework in Thailand and other countries. The standard process has to be designed by regarding existing related processes, problems, policies and best practices. Furthermore, realization to possibility in operating the process in the real situation is key point because there are a lot of stakeholders. The best channel is getting acceptance from stakeholders before implementing the processes. How to know if standard process leads to better quality, measures should be identified for measurement and analysis. Appropriate measures of related processes have to solve current problems and/or answer business goals. Various issues from research environment may differ to others.

Keywords: CMMI, SCAMPI, Implementation, R&D

1 NECTEC-CMMI

For develop quality of software product, organization need to have a quality process. The clarify of organization standard for Software Process Improvement is need to define and tailoring for continued improvement. Thailand’s National Electronics and Computer Technology Center (NECTEC) is a statutory government organization under the National Science and Technology Development Agency (NSTDA), Ministry of Science and Technology. Its main responsibilities are to undertake, support, and promote the development of electronic, computing, telecommunication, and information technologies through research and development activities. NECTEC also disseminates and transfers such technologies for contribution to the economic growth and social development in the country, following the National Economic and Social Development Plan.
NECTEC has a mission to promote Software Process Improvement strategy for SMEs software industry in Thailand, however, at the initial phase, NECTEC has to prove the SPI concept by implemented CMMI (Capability Maturity Model Integration) Maturity Level 3 (version 1.2) from Software Engineering Institute (SEI) as a prototype for Government and private organizations. The result of pilot project will be a best practice to establish tailoring's SPI model and SPI tool which fit for Thai SMEs organization environment.

2 CMMI-SCAMPI

The Standard CMMI Appraisal Method for Process Improvement (SCAMPI) is designed to provide benchmark quality ratings relative to Capability Maturity Model Integration (CMMI) models and the People CMM. The SCAMPI Method Definition Document (MDD) describes the requirements, activities, and practices associated with the processes that compose the SCAMPI method. The MDD also contains precise descriptions of the method’s context, concepts, and architecture.

SCAMPI A satisfies all of the Appraisal Requirements for CMMI (ARC) requirements for a Class A appraisal method. Although designed for conducting appraisals against CMMI-based reference models, the SCAMPI A method can also be applied for conducting appraisals against the People CMM and other reference models.

3 NECTEC-CMMI Tool

NECTEC established tool as semi-automated assistant equipment to provide configuration management system for NECTEC staff to implement CMMI and finally, prepared self-assessment and maintain for formal SCAMPI A.

4 Conclusion

NECTEC aims to improved their process quality for R&D organization including VSEs/SMEs. CMMI is one of the famous software process improvement model which is NECTEC apply to establish a standard procedure for development software as the best practices based on SCAMPI A regulation. As from our result, NECTEC-CMMI project is passed SCAMPI A ML3 with some opportunities for improvement in some areas by implement NECTEC-CMMI Tool.
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Abstract. There are various best practices in developing high quality codes that are used by software engineers in order to produce high quality product. The practices are then translated and innovated into automated tools which are quite friendly to be used by other software engineers even in their local development machines. In this paper we studied some of the practices and tools in generating the code quality metrics to measure the performance consistently throughout various projects in the organization. As a high maturity organization, statistical approach is used to quantitatively evaluate its process performance to facilitate decision making for release management. Understanding the patterns of coding process would help not only quality assurance group but to the development team as well to perceive their skills and knowledge and hence, taking the necessary preventive and corrective measures in its software development process.

Keywords: code quality, code quality best practices, code quality tools, code quality metrics, high maturity

1 Introduction

High quality product has been a vital factor in delivering a software project besides meeting the project’s dateline, project budget and customer’s requirements. There are numerous quality assurance activities that reside on various industrial assurance models and frameworks. Software quality activities including reviews, inspections, testing, quality gates are part of quality assurance checking in making the product and process complied with the model’s requirements.

Due to lacking clearly established processes and highly depending on individual skills and experience, code that developed by software engineers is prone to raising faults. Code development itself requires creativity and individuals developers maintain a significant influence on the final results. It is fortunate that the faults discovered upfront during the internal development phase either during unit test execution or Code Inspection stage which gives high impact of higher cost of quality than finding faults at later phases.

In this paper, we studied coding faults and how we came-up with selection of code quality metrics thru automating the process with tools embedded. Our motivation is to
establish a standard platform in standardizing the verification in the code process and
usage of quantitative measurement in determining code quality level. Section 2
describes the root causes identified in the coding stage which collected from Java
projects. Section 3 introduces our code level quality improvement plans and tool
which includes compiling the software quality metrics used in the organization which
seldom being recorded in one single research paper. The paper concludes with a
discussion of the contributions and implications of our study.

2 Code development stages

Software development which already deployed in our organization follows a
typical Software Development Life Cycle (SDLC) which has a series of phases;
Requirement, Design, Code (Implementation), Testing and Maintenance. Inside each
phases there are another set of low level processes. Low level processes of code phase
illustrate in Fig. 1.

![Fig. 1. Code stages]

During code preview, team members deliberate and decide how the next phase’s
activities will be carried out. The development tools readiness are discussed and
require to be ready before the developers could start the development activities e.g
IDE, Build, Unit test, configuration management environment, scripts. Prior project
execution, some of tools are deployed at the organization level which hand-coupled
tightly with organization processes. While some of the tools were pre-installed at
development’s side as the tools depending on various factors e.g coding language,
technology to be used and so forth.

Since the organization members were quite new to the process at the time of data
collected, they followed classic way of development process as in Fig. 1 where they
develop the code and then run the unit test cases. After Unit test report was finalized,
the team inspected their codes in an inspection meeting which follow formal team
inspections which was introduced by Fagan 1976[1] conducted on checklist based,
proper structured process, defined roles where the meeting focus is to identify and
find defects. Data was gathered from several inspection meetings. The studies
highlighted highest faults found by the teams which then transferred into code level
quality improvement plans.
2.1 Root causes

We selected about ten running and completed Java projects in order to understand and analyze the highest code inspection faults. There is a set of fault categories in which reviewer needs to select the appropriate fault category and recorded in the code inspection forms. Root causes analyses were performed and data was compiled into a Pareto chart to distinguish the causes quantitatively.

The highest faults incurred were related to coding standard violation. This was followed by Control flow and incorrect use of functions. Since some of the engineers are quite new to the process, they were not familiar with the organization standard way of coding. Examples of coding violations are various naming formats of package and classes name, hard-coded codes, usage of public and private methods, missing comments in the code files and others.

At the organization level, there is long list of coding standard guidelines which captured all the coding standards and documented based on different coding languages. The idea of coding standard is not new but in term of utilizing it is another matter to consider. The purposes of putting such emphasize in the coding standard are to have codes consistency across projects, reduce code wastes, and deliver high maintainability codes.

Once of the ways to improve control flows and incorrect use of functions faults is to perform effective unit tests. In the selected projects, unit test cases were developed based on Requirement coverage [2] which then leads to manual way of developing the unit test report. Some limitation that we found while performing manual unit test was that they are prone to be bias in selecting easier test cases which then leads to lower coverage of testing.

3 Improvement Plan

For the three main causes found during the studies, improvement plan requires to be explored, studied, and strategized accordingly. Manual checking of coding standards shall be replaced with more effective methods in order for the teams to have the standard compliance across the organization. Automating unit test process might help in tracing faults and recorded in a very systematic approach and would be useful especially in multiple releases development.

There were a number of independent tools and software metrics being used to access the level of code quality for each software release. Example of metrics that used by software industries are Coverage, Cyclomatic Complexity, code quality and rework effort, etc. The metrics are generated from tools where most of the tools used are open source tools which easily be found on the net and is a matter of embedded it with the current organization process.

One of the most used tools is Static analysis which can be used as soon as the code gets compiled to report the code compliance. The code does not have to be complete, or integrated with the rest of the program in order for the technique to be able to begin to find bugs. It can run on a single file at a time, or a complete codebase, or anything in between. The results are better when the entire program is analysed, but an analysis
of small parts can also be useful. Thus developers can get very quick feedback on their code compliance quality.

Besides code compliance index which indirectly tell the skills level of developers which then be collected for competency development purpose, another index to be considered is unit test success rate. Since there are different types of projects in the organization, there are multiple ways of doing unit test either using conventional manual way, Requirements based testing or using unit test tool e.g JUNIT. JUNIT is a unit test tool for Java codes with our intention to reduce effort and time for compiling and executing unit test exercise.

We have put our assumption into a hypothesis statement whether or not automated tools help in reducing testing effort. Effort data was collected from a project in which the developers have experienced in JUNIT. More than 10 data points were taken from each test cases method. The data was taken with assumption for each comparison, the IDE and build environment has already been setup and same developer executing the same unit test to reduce the data variation. The data was then being transferred into Minitab tool.

![Box plot of unit test cycle time](image)

**Fig. 2.** Box plot of unit test cycle time

After accessing the data and performed some hypothesis, we summarized that less time were taken using JUNIT compared to the manual ways as recorded in Fig.2.

Rationally, most of the automated tools will give positive results in reducing cost, effort and time in various situations. While dealing with CMMI Level 5 maturity practices, it is very important to have a good understanding of the improvement plans by managing it statistically and handle the data in a very efficient for future reference and recording of continuous improvement. However, in some cases the manual way is more effective in finding faults. Therefore, a combination of both manual and automated is still acceptable and practical in software development projects.

The unit test result could be summarized into a report named Coverage report. Coverage report will assist the team to identify which area has the lowest coverage of unit test. Coverage is clearly a good estimator for the fault detection of exceptional test cases but a poor one for test cases in normal operations [3]. The coverage report is substantiated with complexity metrics which believe the justification of the low coverage might be because of high complexity of the classes or methods that been
developed [4]. This paper is not focusing on Coverage which we found there are a lot of papers and discussions on Coverage metrics can be found separately in other reports.

One of the most useful tools to give a comprehensive report on the status of code quality is Sonar. Sonar is an open source quality management platform, dedicated to continuously analyze and measure source code quality from the portfolio to the method [5].

3.1 Establishment of code quality best practices

We foresee that Static Analysis effectively perform as the first stage where compliance errors and potential faults could be discovered earlier in the coding stage. Not following organization’s naming convention, usage of public and private methods, hard-coded graphics numbers should be avoided and clean-up before the engineers shift to the next process.

After the compliance codes have been established, unit test process is performed and briefly show whether the unit or component worked as expected. Unit test helps in finding errors in single component early instead of finding multiple errors in multiple components which is exponentially more difficult. The full report of Unit test rate is transferred into Coverage report where this report is beneficial for the engineers to give importance on the code area which has low percentage in order to increase the code quality.

After achieving the expected compliance, unit test and coverage rate, codes are ready to be inspected. Codes are reviewed together with Sonar result. For some cases where the compliance is not achievable, the author will justify with the reviewers and to seek for any recommendation to improve on their codes. Eventually it also improves their coding skills.

Summary of the outcome proposed by process improvement group to the software developers in order to maintain the code quality and then the process being tracked in metrics format in Sonar dashboard shows in Fig. 3.

![Fig. 3. Code quality process and Sonar dashboard](image)
The processes are to be followed as per proposed order. However, it is also depending on engineer’s skills, competency and preferences. At the end, the processes are traceable thru metrics which presented in the Sonar dashboard.

4 Conclusion

Although there are several other metrics being introduced by other industrial practitioners, the three metrics (Compliance, Unit test, coverage) are used as our starting point in compiling the project data to gauge the level of software code quality.

By introducing static analysis index in the organization help the team in improving their coding skills, finding potential defects upfront and reducing code wastes. After the codes adhere to the organization standard, unit test is performed. Unit test and coverage metrics help in identifying areas that has not been tested and give hints to test group in finding more faults before handing the product officially to customers.

All these reports are transparent and visible thru a centralized dashboard named Sonar. It would be best if this dashboard integrated with Project Management dashboard for real-time monitoring and reporting. The collection of data for measurement and analysis purpose is to identify process and product measures in order to make good management and engineering decisions.

The new finding about collection of code quality best practices can be used to guide the selection and evaluation of the practices under various project profiles for future reference purpose. It will help the practitioners in their planning process in order to meet the project deadline without ignoring the code quality activities and at the end continuously produce high quality products.
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Abstract. This paper attempts to share the approach on improvement and enhancement in executing processes and activities under Configuration Management (CM) process area in the organization. It begins by describing the overview about CM and the implementation in the organization. Then, it focuses on the problem occurred within the current CM process area. It is based on real case scenarios and mostly rooted from combination of people and tools incompetence factors. The specific practices that are required to strengthen the support of the CM and outline the continuous improvement initiatives taken towards the betterment of CM process will be elaborated. The benefits by having the improvement and enhancement will be described in detailed. The conclusion was made based from the author opinion about the CMMI and specifically CM process area in the organization.

Keywords: configuration management, process improvement, best practices

1 Introduction

CMMI is one of the process improvement approaches that help to improve the organization performance. It is an internationally recognized process improvement model initiated by Software Engineering Institute (SEI) of Carnegie Melon University. Our organization implements Capability Maturity Model Integration-Dev v1.2 (Continuous Representation) practices to the organization in year 2007 and has become the first Malaysian government agency that obtains this prestige achievement on October 2009[1].

CM has been adapted to the software development life cycle process, since our organization started to implement CMMI Level 3. It involved in every phase of the current software development life cycle, Waterfall Model. It is one of the key activity that support both technical and management part in the software development area.

The organization had implemented specific goals (SG) and specific practices (SP) in order to implement the CM process. The SG and SP that has been practiced are as in page 203, from “CMMI: A framework for Building World-Class. Software and Systems Enterprise [2].

The organization had implemented 5 practices to align with the aforementioned SG and SP for the CM process area. There are Software Configuration Management Plan,
Baseline and Archiving, Configuration Control, Configuration Status Accounting and Release Management. Several tools have been implemented in our organization. It is to support the CM process in order to manage all the configuration management activity during the project life cycle. The tools are Clear Case (CC), Clear Quest (CQ) and Subversion (SVN).

2 Problem within the current CM process area

There are some issues on the implementation of the current CM process area in the organization, such as:

1. Lack of knowledge on CM practice, tools and tool expert
   A resource is the most important factor that contributes to the successful implementation of the practices. When the CM process was first implemented, most of the project team lacks the knowledge about the CMMI, CM process and practices. The organization had provided internal and external trainings on the CM process and tools, but it was still not enough the support the SCM personnel needs. In addition, there was only 1 Tools Engineer provided by the organization to support the tool usage. With the number of tool expert, user and SCM tools, sometimes it delayed the time taken to solve the issue. The figure below was taken from Process Tools and Six Sigma (PTSS) helpdesk, showing the number of the problem ticket raised regarding CM tools by the user from year 2008 until 2011. The figures showed that the number for the problem was increased drastically. For example in year 2009, there are 665 problem ticket raised and 1 manpower was not enough to support it.

![Fig. 1. Total number of problem ticket raised by user for CM tools](image)

2. All privileges access was given to all CC users
   During the installation and configuration of the CC, all the users were given a full privilege access to the Versioned Object Based (VOB) [3]. CC was not properly been setup and configured by the system administrator. As a result, one SCM personnel accidently deleted the project data. The Central Engineering (CE) team
3. System integration issues
Developer tends to work in a silo, and will only start to communicate among themselves when system integration phase starts. An issue such as missing dependency was a common occurrence due to different library version used. Sometimes a specific library had missing when the new module was being integrated as it was accidently got erased during the integration. This leads to time-consuming effort to troubleshoot the root cause and end up extending the project dateline. Furthermore, there was no checkpoint or restore point to go back after each round of integration failure. This result in the team needed to scramble to re-build from scratch and frequently a new issue would appear. Usually, it took a few days before the team managed to release a workable integrated package.

4. Cost for tools and maintenance
CC and CQ are commercial tools and comes with maintenance and support fees. With limited financial resources, the organization was not able to support the user needs.

3 Process improvement and enhancement in CM process area

Our organization improved and enhanced the CM process to align with the needs of the current software development life cycle activity. It was also to solve the problem within the current CM process area. The organization had decided to establish a Configuration Management System as stated in SP 1.2 by:

1. Establish SCM Interest Group
   SCM Interest Group was basically a team of SCM personnel of a project in the organization. The group will have knowledge sharing among all the team members on CM best practices. SCM Interest Group lead had prepared the milestone for the task that the SCM Interest Group plans to do for that particular year. The milestone will be shared among the SCM team members.

2. Establish CM portal
   SCM portal was created as a knowledge based share repository for the SCM team members. All the team members were given the user id and password to access the portal. It is to ensure that only restricted user able to access in order to protect the confidential of the information inside the portal. SCM portal contains the information about CM practices in slides format, online video training and minutes of meeting for all the discussion within the group. There was also a section for discussion board where all the SCM team members able to post any questions regarding the problems while performing the CM task. A list of the contact information about the SCM team members was also listed in the portal.
3. Establish SCM mailing list
SCM mailing list was created for all the team members in the SCM Interest Group. The purpose of the mailing list is to create a centralized communication channel between the SCM team members. With the implementation, all the SCM team members will not miss out any latest information or updates regarding the CM process. As for now, there were 18 person includes in the SCM mailing list.

4. Establish continuous integration
To accomplish continuous integration, a tool should be able to bind and integrate all modules at the start of the project. Furthermore, it should be able to store all builds as a restore point. Hudson [4] has been deployed to improve the current build management and system integration process. It came with various plug-ins such Maven 2 for software build, unit testing and dependency management, Subversion for code management and Sonar for code coverage report, email notification and build scheduling.

5. Implementation trigger for Clear Case
As a lesson-learned from the previous incident, the trigger has been implemented to CC. The purpose of having it was as the preventive action to control the user access right or power to the VOB. The trigger that has been implemented are rmelement trigger, rmname trigger, remove empty branch trigger and change owner trigger [5].

6. Use SVN as a main SCM tool
As an alternative, a case study has been conducted and a report “Cost Benefit Analysis Subversion” has been prepared. The report compared the cost, benefit and features of SVN against various SCM tools. Based from the report, the organization had decided to use SVN. A proper plans need to be in place. Briefing and training sessions were conducted for the SCM Interest Group and project team. Since then SVN has been implemented throughout all projects.

4 Benefit of the improvement and enhancement in CM process area

There are some benefits of the implemented improvement in CM process area in the organization. There are:

1. SCM Interest Group plays a role as a middle-man between the project team and PTSS. SCM Interest Group act as a reference point for all projects. PTSS relayed new changes on process or any latest announcement to the SCM Interest Group. The group had updated the changes to all projects through meetings, presentations, SCM portal and emails. The information also will be shared among their project team members. In the other way, these created a proper channel of communication
throughout the organization to ensure all CM practices are in-line with the company policy.

2. Reduce number of problem ticket regarding tool.

![Fig. 2. Number of problem ticket raised for Clear Case](image)

Figure 2 shows that the number of problem ticket raised by the users had decreased since 2009. The data was taken from the PTSS helpdesk. With SCM Interest Group, SCM portal and mailing list setup in 2009, users have more communication channel which indirectly contribute to lesser user complaints. This reduced the number of the problem ticket raise and also the Tool Engineer task.

3. Improve build time for project.

Continuous Integration eliminates the so-called “integration hell”\[6\]. Early bug detection reduces rework and the system enabled automated unit testing and rapid integration. All this was done in transparent environment and certainly improve the quality of the product to be delivered to the market. With the setup, integration and rework efforts tremendously reduced; and thus reduced development cost and time.

![Fig. 3. Hudson build screen shot](image)

Figure 3 captures time taken to complete the integration build. It only took 78 seconds to have a workable integrated package as compared previously which took a
few hours and sometimes days to complete. Since it was integrated with SVN, Hudson will pullout only updated codes and builds them. This way, it resulted in a faster compilation and for any failed build; it will notify respective developer immediately, hence early bug detection.

5 Conclusion

CMMI is a good practice that should be implemented in any software development organization. It is to ensure the qualities of the delivered product met customer's expectation. A proper CM practices need to be in place in order to support the other activity in the software development life cycle.

Basically, for organization to be accredited with CMMI Level 3, it must have at least a basic configuration management system in place. It should have a standardized repository to store all their data. A common tool to perform the CM activity such as check in, check out and labeling; needs to be in place to support the process. A dedicated SCM personnel need to be appointed in every project to perform the SCM task.

To implement it, a proper study and planning need to be in place. For example, on the proposed SCM tool such as its cost, features, ease of use and its future maintenance. This is important to avoid spending unnecessary budget on commercial tool if there is free open source software available.

Problems that provided in this paper is not exhaustive; it does provide some indication of the significant of having proper process and supported system in place and ultimately going to lead to a successful and high quality end product. It might be useful to other when they want to implement the CMMI practices to their organization.

The improvement and enhancement that has been implemented here is the best for the organization. As CM process area is a living process and it needs consistent improvement over time.
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Abstract. It is believed that Software Process Improvement methodologies can lead towards better quality software. Software development companies are becoming increasingly aware of the importance of an efficient and well-managed software process. In this research we studied the SPI implementation trends among the Pakistani software industry. The research was aimed to produce some analytical information on the SPI implementation within Pakistani software Industry. Issues addressed by the research was to study the overall industry trends for the implementation of SPI practices, the segment wise variations in this implementation, problems in the implementation of SPI programs and the characteristics of people involved in SPI activities.
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1 Introduction

Software plays a vital role in today’s life and day-to-day business operations. This research purposes to determine the current SPI trends within the Pakistani software industry, the major problems faced by the companies in initiating and implementing an effective SPI program, the variation across different segments of industry, and the demographic attributes of the software practitioners working in different organizations. All these aspects help to analyze the current status of SPI practices in the Pakistani industry on the whole.

Study provides an evidence of extensive research ([2], [11]) that has been carried out in this regard around the globe. A number of studies have investigated the current status of SPI practices in various companies ([6], [7], [9], [20]). Some of these studies focused on various factors that affect software process improvement program ([1], [3], [8], [10], [14], [19]). There are also many reports from practitioners, reporting on successes and failures of software process improvement efforts at organizations of various sizes ([15], [16]).
2 Literature Review

While reviewing the literature we learnt that there are number of studies that have been carried out to investigate the issues related to SPI. One group of studies we found was about to define SPI, and they have given the definitions of SPI in their own ways [5], [17], [21]. We found couple of studies where motivators for SPI has been investigated [14], [15] in these studies authors indentified some of the motivators as to-down commitment, visible success and resources, sense of empowerment and process ownership. We encountered with the number of studies where authors were investigating the problems and de-motivators regarding the SPI program [8], [16], [12], the de-motivational factors identified by the authors were mainly lack of management support, organizational politics, lack of resources, commercial pressures, lack of evidence of direct benefits, cultural problems, and misunderstood goals. In some of studies organizational issues and factors which can affect the SPI program have been identified [13] following organizational factors were identified business orientation, involved leadership, employee participation, and concern for measurement, exploitation, and exploration. Some of the authors have drawn a correlation between SPI success and organizational size [18], [11], [4] according to authors, success of SPI program is directly related with the size of organization. The findings from the studies showed that there are fundamental differences between small and large software organizations. With respect to organizational performance in general, large software organizations reported a higher level of overall SPI success than small organizations.

3 Data Analysis

We formulated a questionnaire to investigate the SPI trends according to CMMI requirements, we divided the sections of questionnaire according to Key Process Areas (i.e. one section for each process area) questions in each section were targeting to the key activities of that particular process area. Three options (i.e. routinely practiced, occasionally practiced, not applicable) were given against each question. Routinely practiced means that activity is being practiced on regular basis, occasionally practiced means that activity is practiced but not on regular basis, while not applicable means that activity is taken as necessary or the activity is not being practiced at all. We distributed our questionnaire among 80 practitioners of 25 different companies, with a diversified background and experience. We selected the feedback of 25 respondents i.e. one from each company on the basis of their profile (i.e. Experience and involvement in process related activities) and because of the fact that the respondents who were belonging to a same company gave similar response. The interesting thing that we collected during this survey was that most of the practitioners have not received any training regarding Process Improvement or Quality Management, and only a few are trained for the purpose. In fact 71% of our respondents were not having any training and only 29% of our respondents claimed to be trained in Software Quality Management, ISO, CSQP, ISO 9001 - 2000, and In-
house training regarding quality assurance. In our sample of selected companies not even a single company has achieved any level of CMMI. According to official sources of Pakistan Software Export Board (PSEB) there are 25 IT companies who are achieving the various levels of CMMI, we didn’t selected these companies as they are already engaged in SPI practices.

We also collected the necessary data about the participating companies with the help of this data we made a division of organizations as small, medium, and large. 68% companies are small, 24% are medium and 8% are large. We made this division on the basis of no of professionals working in a company and the volume of work they are undertaking in a cycle of week. Major share in our sample is of small companies so the results coming from this segment would be of more importance.

In the subsequent sections we’ll present the Overall SPI trends in Pakistan, followed by the SPI trends in different segments of industry.

### 3.1 Industry Trends

Fig. 1 shows the overall trends regarding the adoption of SPI practices in Pakistani software industry. It is evident from the data that the most focused Key process areas in our industry are the requirements management and software quality assurance as more than 50% companies claimed to practice these areas. According to our finding the most negligible key process area is Subcontract Management, as only 27% companies are practicing it. Imparting different training programs is an important activity for the growth of the individuals and companies as well. Just 30% companies of our sample believe in training program.

This is an era of rapid technological changes, every day new technologies are coming in front, and especially in software industry this change is more brisk. Technology Change Management is another process area that is being practiced less than one third of the industry; the results show that only 31% companies claimed that they are managing the technological changes properly. On average almost 39% companies claimed the implementation of software process improvement practices, 43% companies are those who have shown a casual behavior regarding SPI practices, while 18% companies are those where SPI practices are totally ignored.

![Fig. 1. SPI Trends in Pakistan](image-url)
3.2 SPI Trends in Small Companies

Our sample shows that majority Pakistani companies come under the category of small size, so SPI trends depicted by this segment are of more importance. Data about this segment of industry shows that 33% of the participating companies are those who have claimed the implementation of SPI practices, but the detailed results show a varying trend. Among the remaining 67% participating companies 47% are those who have shown a casual behavior while 20% companies are totally ignoring this fact. The conclusion can be drawn from the given results that small companies are not perusing the software process improvement program. As we have mentioned earlier that this segment of industry represent the majority, so final conclusion could be drawn the majority of Pakistani software industry is not adhering the SPI program. Key process area wise detail can be seen in Fig. 2.

![Fig. 2. SPI Trends in Small Companies](image)

3.3 SPI Trends in Medium Sized Companies

From the sample of participating companies it has been learnt that medium sized companies are quite less in numbers as compared to small companies, so that result shown by this segment of industry cannot be considered as influential on the overall industry trends.

Overall results are quite encouraging as compared to small companies, 50% companies claimed the implementation of SPI practices, 38% showed an ad-hoc behavior and, only 12% companies are those who were not imparting SPI practices. Results for the implementation of key process areas in the medium sized companies are presented in Fig. 3.
3.4 SPI Trends in Large Companies

Large companies exhibit a better implementation trend of SPI practices, as we can see in Fig. 4 routinely practiced bar is more prominent. Participation of the large companies in our sample is at the lowest side as only 8% companies come under this category. Results in this section are not the representative of the industry.

In the category x of the Figure 1, 2, 3, & 4 we used the abbreviations of key process areas that are as under

4 Problems in SPI Implementation

To identify the problems regarding the implementation of SPI practices was another key focus of our study, after the analysis of the data gathered through questionnaire we conducted the interviews of our some selected respondents to investigate that why the response was so poor regarding the SPI program. During these sessions with the practitioners we discovered some problems faced by the industry in the implementation of software process improvement. These problems hinder the effective exercise of SPI related practices.

Our industry has depicted a poor implementation of some major key process areas including the Subcontract management, Training program, Technology change management and so on. The major problems faced by our organizations in SPI implementation include the following:

1. Lack of training programs
2. Our burdened practitioners
3. Poor inter group Coordination
4. Budget constraints, specifically in small organizations
5. Lack of management support
6. Lack of focus on incorporation of new technologies.
7. Lack of organizational level drift for SPI implementation.

5 Conclusions and Future Work

In this paper we presented the study of Pakistani IT based industry regarding the software process improvement practices. We selected a sample of 25 such companies which are not having any official certification of CMMI. The total number of IT companies in Pakistan is nearly 1500 and only 25 companies are achieving various levels of CMMI. Our sample was the representative of the majority companies in Pakistan. We tried to make mix of all segments in our sample, just to have a comparative view of SPI trends. We noted that small and medium enterprises are facing more problems in this regard. So it is needed that governmental agencies like PSEB provide more support to small and medium enterprises beside this, a flexible framework for the adoption of SPI in SMEs that best suites our local needs and culture is required. In the extension of this study we are working on such a framework.
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